**Merge sort**

**Merge sort** is a [sorting](http://www.algorithmist.com/index.php/Sorting) algorithm invented by John von Neumann based on the [divide and conquer](http://www.algorithmist.com/index.php/Divide_and_Conquer) technique. It always runs in ![\Theta(n \log n)\,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFoAAAAXCAAAAACuBQdsAAAACXBIWXMAAAB4AAAAeACd9VpgAAABtklEQVR42r2VbXnEIAyAYwELWMBCLGABC7FQC1jAAhawgIVayIBQSle267N7bvlx16bhzRcE4I8J/Duawp+JuF/R0TpyGAeZbis8on+EzuaCJpWrUndi0oslCehZ2OQmNEEWh0pW22V8T9Gs80Bn1f2waz7yugGP0dYNtIU0krY1CfMeOqiBRuBeEFbtXRjeWQ6W7H5BF41rqoBkN6f93XSX+lYUAGusoquXgpZSIyNuw1FHe73LzwZ76dHu08JUxwkNIoKG9iV6buVBnNHSaONEDRuvTMVFRZUqyI6ObCY0B6gJ6jnqIN9KBIImXpmeaISjnDvoga77pXU2TWgaaKeqo8wr0xPt4djH8nSg0R6LFuhoDOkxDq6mJ5qN6jp5OE60qv+6lPVEZ6luabiN8367mp5tHGemn8reaKkf5ExTG211HkvspInoyPZqOm2+8oI2cbJ9aPUjI/npIFqPoGtMDsOmQi1sFeUXpgEuQzVvtB096Qd9z7393ySmlmhrmVML0+mg30fu6/FJ+PO8n8bTfX6ql+goG5YWlmR/u2Xo9SQKhmKwY8BMV4F+/wLLMT65wD4hXziiAIUSKsMNAAAAPHRFWHRDb21tZW50ACBJbWFnZSBnZW5lcmF0ZWQgYnkgR05VIEdob3N0c2NyaXB0IChkZXZpY2U9cG5tcmF3KQrMzLaFAAAAAElFTkSuQmCC)time, but requires ![O(n)\,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC8AAAAXCAAAAAC+ZUmwAAAACXBIWXMAAAB4AAAAeACd9VpgAAABFUlEQVR42q2TbZVEIQiGqWAFK1iBClawAhWmghWsYAUrWMEKrIofc71zZnbPDr/E8wAviMB/M/gST+HqYzn5BxJZmwdOR3w2Vz7pTniVxLsXdM+8V37U7XmsvyvUefNJuZkG6nV+1ZV1m8cFENTUZF7wQS0+AG2+HlFc7ywHS1ZGU1pl4RHyqgqx+iIfGfGxolnHyaut10DN1mKYo2ewLQzHKGjwCZbeBG2Sg686mxRNBx8Bt5yweGYn2dLB8+KT6pUmj3YGXfk5zmJUn8Xol/sjasd49BuhAwVN2Zl4yIec6ZhnXQfiQrOx+V6iRAfZzQDP+xaI4l5GuS3yKvG+D6fhh307Lan7Ptt3/+v+X/R//+Pv7AcU+LMzaEoc0gAAADx0RVh0Q29tbWVudAAgSW1hZ2UgZ2VuZXJhdGVkIGJ5IEdOVSBHaG9zdHNjcmlwdCAoZGV2aWNlPXBubXJhdykKzMy2hQAAAABJRU5ErkJggg==)space. The general concept is that we first break the list into two smaller lists of roughly the same size, and then use merge sort recursively on the subproblems, until they cannot subdivide anymore (i.e. when they contain zero or one elements). Then, we can merge by stepping through the lists in linear time. The recurrence is thus:

![T(n) = T(\frac{n}{2}) + T(\frac{n}{2}) + \Theta(n)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPoAAAAmCAAAAADIe9m1AAAACXBIWXMAAAB4AAAAeACd9VpgAAAC/UlEQVR42uWY27GDIBCGtwVboAVboAVasAVasAVasAVbsAVaSAscbiLKKpoQyMzhJZmJ+fBf9gqof7vgu3gxMDUxzl7NIdWlU0XpqD94c0ht6bNQwMzL09aQ+tLVBMZNCW8Nqe/wajAbLLC0h1SXTtn66q0h1aV3wrjqoGhzSG3pLkpBSt4aclc6n/YO90ZFdQjnpWRyhMecIpCjmpVgqBPdljUsP5hX9tmDOUG8pE/SdzhFIOZBNvCBzkH50Vk8wUhnVOfOEfQT0m65kMRuQ2a3POIGpwhE/94ZU8m1FiIURzDSrRGYrR2zSShMJA8Teb3dDQTKEcUhioP7WXZOO0axBC1d2FCgNqBGva9E4p9dW/oOAuXQ0hCteAjdgD19OCOA/+cLrM2NoTgSTFOX6bLzCJRDS0O811hPt+0vSrGE1SYCQjLwY8JuXnqBzA9YCSJdRw4tDtFe4x1edXCixhEgMZaiApmXSEiYI48Wbu8VgcXpfC39YwiAIrZGEBc7qBpLgM1Y4c8zMi9tR3AqPUGgocGvpX8M0dLBLcdC1VgCrD7UH6Xv56X8sJwizE77Qh1xnAXJwYKfQ7SXz74N6OFMTSw9CrGw5W5eykvHEBcHhkv/HELhFcxIztTE0qMQ26wdz0t5h8cQjx3+c4gAsfuGqomlRyEW0stuXsqnOQzxOM0VgPTd7guqJkpzMgqx1aa7eSlf3DDE4+JWArL2NL6rw9RsxU0XAui2my/fBOzmpSkz3OII96LzEs+fF91IEYh+lrJFLczPZ5gaRwDs/NJ5ieXmFxRh9xw46ZdbPWgxiBz5KC/UhEY2PcLn48spgs826uStyeMbEDRlrONLspakYefs4e1AQNhCOsHwDqcIBFHjCWgMJ1cV5PklDQ/Nlckq9C1OEQhyVUFqXFApMZoIA/Yepwjk6oLq64uddyeVITUvo12lZT8CqS6d9r8CqS19YL8CqS3dXn/OvwCpLV0M611ba0ht6ZMdptnUHlJdeucui2R7SJMM/6PrDzfGXIJ+0rB1AAAAPHRFWHRDb21tZW50ACBJbWFnZSBnZW5lcmF0ZWQgYnkgR05VIEdob3N0c2NyaXB0IChkZXZpY2U9cG5tcmF3KQrMzLaFAAAAAElFTkSuQmCC)

## Pseudo-code

*a* is an array containing *n* elements.

func mergesort( var a as array )

if ( n == 1 ) return a

var l1 as array = a[0] ... a[n/2]

var l2 as array = a[n/2+1] ... a[n]

l1 = mergesort( l1 )

l2 = mergesort( l2 )

return merge( l1, l2 )

end func

func merge( var a as array, var b as array )

var c as array

while ( a and b have elements )

if ( a[0] > b[0] )

add b[0] to the end of c

remove b[0] from b

else

add a[0] to the end of c

remove a[0] from a

while ( a has elements )

add a[0] to the end of c

remove a[0] from a

while ( b has elements )

add b[0] to the end of c

remove b[0] from b

return c

end func

## Bottom-up merge sort

**Bottom-up merge sort** is a non-recursive variant of the **merge sort**, in which the array is sorted by a sequence of passes. During each pass, the array is divided into blocks of size ![m\,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABcAAAAMCAAAAACsUHkkAAAACXBIWXMAAAB4AAAAeACd9VpgAAAAfklEQVR42nWNQRXEMAhEsVALtVALWMBCLMRCLGABC7UQC7GAhSnJ20057OYwb+YTBsLvR/+5FoFJFfcQe7ng4gawsEOPzW8FSTgmB4xeHiEIzhpSKN1dodM9lyTxFdp0g9JdHDqHZ0glmH15qucC2f9TfZGqm/uYpq/Yx6f/AYSx49jR/PgVAAAAPHRFWHRDb21tZW50ACBJbWFnZSBnZW5lcmF0ZWQgYnkgR05VIEdob3N0c2NyaXB0IChkZXZpY2U9cG5tcmF3KQrMzLaFAAAAAElFTkSuQmCC). (Initially, ![m=1\,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADkAAAARCAAAAABCjFsCAAAACXBIWXMAAAB4AAAAeACd9VpgAAAAoklEQVR42r2SUQ0EIQxEa2EtrIW1UAu1gAUsYKEWagELWMACFmaBSy58XC5bcrl+NGQ6L5mSEnaL/krWTTIzb5HK8eLdtPwLUoPAJEprvZmHFFycuiLcoMfbkeJSH8msIBkKNcDIQ3Z7Z3COcSDXD017oTxkcZHTnsazkjnSAocO4ewtEsyek8uaHCCOtMuaQaJ+xQoz0WQH1Obxl9ekPj2lG8JCYi/8lf0dAAAAPHRFWHRDb21tZW50ACBJbWFnZSBnZW5lcmF0ZWQgYnkgR05VIEdob3N0c2NyaXB0IChkZXZpY2U9cG5tcmF3KQrMzLaFAAAAAElFTkSuQmCC)). Every two adjacent blocks are merged (as in normal merge sort), and the next pass is made with a twice larger value of ![m\,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABcAAAAMCAAAAACsUHkkAAAACXBIWXMAAAB4AAAAeACd9VpgAAAAfklEQVR42nWNQRXEMAhEsVALtVALWMBCLMRCLGABC7UQC7GAhSnJ20057OYwb+YTBsLvR/+5FoFJFfcQe7ng4gawsEOPzW8FSTgmB4xeHiEIzhpSKN1dodM9lyTxFdp0g9JdHDqHZ0glmH15qucC2f9TfZGqm/uYpq/Yx6f/AYSx49jR/PgVAAAAPHRFWHRDb21tZW50ACBJbWFnZSBnZW5lcmF0ZWQgYnkgR05VIEdob3N0c2NyaXB0IChkZXZpY2U9cG5tcmF3KQrMzLaFAAAAAElFTkSuQmCC).

In pseudo-code:

Input: array a[] indexed from 0 to n-1.

m = 1

while m < n do

i = 0

while i < n-m do

merge subarrays a[i..i+m-1] and a[i+m .. min(i+2\*m-1,n-1)] in-place.

i = i + 2 \* m

m = m \* 2

## Natural mergesort

For almost-sorted data on tape, a bottom-up "natural mergesort" variant of this algorithm is popular.

The bottom-up "natural mergesort" merges whatever "chunks" of in-order records are already in the data. In the worst case (reversed data), "natural mergesort" performs the same as the above -- it merges individual records into 2-record chunks, then 2-record chunks into 4-record chunks, etc. In the best case (already mostly-sorted data), "natural mergesort" merges large already-sorted chunks into even larger chunks, hopefully finishing in fewer than log *n* passes.

Pseudocode

# Original data is on the input tape; the other tapes are blank

**function** mergesort(input\_tape, output\_tape, scratch\_tape\_C, scratch\_tape\_D)

**while** any records remain on the input\_tape

**while** any records remain on the input\_tape

merge( input\_tape, output\_tape, scratch\_tape\_C)

merge( input\_tape, output\_tape, scratch\_tape\_D)

**while** any records remain on C or D

merge( scratch\_tape\_C, scratch\_tape\_D, output\_tape)

merge( scratch\_tape\_C, scratch\_tape\_D, input\_tape)

# take the next sorted chunk from the input tapes, and merge into the single given output\_tape.

# tapes are scanned linearly.

# tape[next] gives the record currently under the read head of that tape.

# tape[current] gives the record previously under the read head of that tape.

# (Generally both tape[current] and tape[previous] are buffered in RAM ...)

**function** merge(left[], right[], output\_tape[])

**do**

**if** left[current] ≤ right[current]

append left[current] to output\_tape

read next record from left tape

**else**

append right[current] to output\_tape

read next record from right tape

**while** left[current] < left[next] **and** right[current] < right[next]

**if** left[current] < left[next]

append current\_left\_record to output\_tape

**if** right[current] < right[next]

append current\_right\_record to output\_tape

**return**